**Week-4: Spring REST using Spring Boot 3**

**Hands on 1**

1. **Create a Spring Web Project using Maven**

Code:

package com.cognizant.springlearn;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringLearnApplication {

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

System.out.println("Spring Boot Application Started");

}

}

**Hands on 2**

**2. Spring Core – Load Simple Date Format from Spring Configuration XML**

Code:

**XML File:**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="dateFormat" class="java.text.SimpleDateFormat">

<constructor-arg value="dd/MM/yyyy"/>

</bean>

</beans>

**SpringLearnApplication.java**

import java.text.ParseException;

import java.text.SimpleDateFormat;

import java.util.Date;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class SpringLearnApplication {

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

displayDate();

}

public static void displayDate() {

ApplicationContext context = new ClassPathXmlApplicationContext("date-format.xml");

SimpleDateFormat format = context.getBean("dateFormat", SimpleDateFormat.class);

try {

Date date = format.parse("31/12/2018");

System.out.println(date);

} catch (ParseException e) {

e.printStackTrace();

}

}

}

**Output:**
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3.**Hello World RESTful Web Service**

HelloController.java

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("START");

String response = "Hello World!!";

LOGGER.info("END");

return response;

}

}

**Output:(In postman)**

![](data:image/png;base64,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)

**4. REST - Country Web Service**

Country.java

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class Country {

private static final Logger LOGGER = LoggerFactory.getLogger(Country.class);

private String code;

private String name;

public Country() {

LOGGER.debug("Inside Country Constructor");

}

public String getCode() {

LOGGER.debug("Inside getCode");

return code;

}

public void setCode(String code) {

LOGGER.debug("Inside setCode");

this.code = code;

}

public String getName() {

LOGGER.debug("Inside getName");

return name;

}

public void setName(String name) {

LOGGER.debug("Inside setName");

this.name = name;

}

@Override

public String toString() {

return "Country{" +

"code='" + code + '\'' +

", name='" + name + '\'' +

'}';

}

}

Country.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="country" class="com.cognizant.springlearn.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

</beans>

CountryController.java

import com.cognizant.springlearn.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.info("START");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = context.getBean("country", Country.class);

LOGGER.info("END");

return country;

}

}

**Output: (In Postman)**

**![](data:image/png;base64,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)**

**5. REST - Get country based on country code**

Country.xml

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="in" class="com.cognizant.springlearn.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean id="us" class="com.cognizant.springlearn.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean id="jp" class="com.cognizant.springlearn.Country">

<property name="code" value="JP"/>

<property name="name" value="Japan"/>

</bean>

<bean id="de" class="com.cognizant.springlearn.Country">

<property name="code" value="DE"/>

<property name="name" value="Germany"/>

</bean>

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<ref bean="in"/>

<ref bean="us"/>

<ref bean="jp"/>

<ref bean="de"/>

</list>

</constructor-arg>

</bean>

</beans>

CountryService.java

import com.cognizant.springlearn.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryService.class);

public Country getCountry(String code) {

LOGGER.info("START");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countries = context.getBean("countryList", List.class);

return countries.stream()

.filter(country -> country.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null);

}

}

CountryController.java

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import com.cognizant.springlearn.service.CountryService;

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.info("START");

Country country = countryService.getCountry(code);

LOGGER.info("END");

return country;

}

@Autowired

private CountryService countryService;

**Output: (In Postman)**
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**Create authentication service that returns JWT**

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId>

</dependency>

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.9.1</version>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

JwtUtil.java

import io.jsonwebtoken.Jwts;

import io.jsonwebtoken.SignatureAlgorithm;

import org.springframework.stereotype.Component;

import java.util.Date;

@Component

public class JwtUtil {

private static final String SECRET\_KEY = "mySecretKey";

public String generateToken(String username) {

return Jwts.builder()

.setSubject(username)

.setIssuedAt(new Date(System.currentTimeMillis()))

.setExpiration(new Date(System.currentTimeMillis() + 10 \* 60 \* 1000)) // 10 min

.signWith(SignatureAlgorithm.HS256, SECRET\_KEY)

.compact();

}

}

**SecurityConfig.java**

import org.springframework.context.annotation.Configuration;

import org.springframework.security.config.annotation.web.builders.HttpSecurity;

import org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;

@Configuration

public class SecurityConfig extends WebSecurityConfigurerAdapter {

@Override

protected void configure(HttpSecurity http) throws Exception {

http.csrf().disable()

.authorizeRequests()

.antMatchers("/authenticate").permitAll()

.anyRequest().authenticated();

}

}

**AuthenticationController**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.HttpHeaders;

import org.springframework.http.ResponseEntity;

import org.springframework.util.Base64Utils;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RequestHeader;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class AuthenticationController {

@Autowired

private JwtUtil jwtUtil;

@GetMapping("/authenticate")

public ResponseEntity<?> authenticate(@RequestHeader(HttpHeaders.AUTHORIZATION) String authHeader) {

if (authHeader == null || !authHeader.startsWith("Basic ")) {

return ResponseEntity.status(401).body("Missing or invalid Authorization header");

}

String base64Credentials = authHeader.substring("Basic ".length());

String credentials = new String(Base64Utils.decodeFromString(base64Credentials));

String[] values = credentials.split(":", 2);

String username = values[0];

String password = values[1];

if ("user".equals(username) && "pwd".equals(password)) {

String token = jwtUtil.generateToken(username);

return ResponseEntity.ok("{\"token\":\"" + token + "\"}");

} else {

return ResponseEntity.status(401).body("Invalid credentials");

}

}

}

**Output:**
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